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Debug of electronic systems is an ever increasing challenge given the relentless increase in design complexity. Many design issues are buried deep in a system and can difficult to reach or detect in a timely fashion even with today’s automated stimulus generation solutions.

Assertion-based verification technology has been found to address these challenges. Design and verification engineers can place assertions in designs or bind assertions to designs to monitor, report and take action when incorrect design behavior is detected. Assertions are the basic elements that enable formal verification where design properties are examined to determine design correctness and facilitate the creation of counter examples to demonstrate design failures.

Recent research has shown more than two-thirds of IC and ASIC designers are using SystemVerilog assertions today with three-fourths to be using them during 2010. FPGA design verification is also facilitated by the use of assertions given the advent of FPAGAs with embedded processor cores along with advanced protocol support that would generally require designers to wait until the FPGA was placed in a system to fully debug the system.

The second edition to the SystemVerilog Assertions Handbook comes at a time when the IEEE updates its popular SystemVerilog standard (IEEE Std. 1800™-2009) and an FPGA community that is increasing its adoption of SystemVerilog assertions. Design and verification engineers will find the handbook as an excellent resource to begin to adopt assertions, and to apply the latest additions and updates found in the IEEE standard to ever pressing design and verification challenges.

Dennis Brophy
Director of Strategic Business Development
Design Verification Technology Division
Mentor Graphics Corporation
http://www.mentor.com/
When I was asked to review the book, my first thought was, “Don’t we have enough books on SVA already?” However, having worked with Ben and Srini in the past, I was curious to learn more. As I browsed through the book, it became evident that this was a masterpiece in the works. This is the first book to take a design verification engineer’s and manager’s perspective in the assertions arena. It puts the debate on static formal analysis versus dynamic simulation-based assertion checks to rest by providing guidelines on how and where to use these technologies appropriately. The book also includes a lexicon of commonly used temporal requirements/properties in plain English. This is valuable reference material for engineers working in the trenches.

Shankar Hemmady
Principal Engineer,
Synopsys Inc,
Mountain View, California

The new IEEE SystemVerilog Standard has significantly expanded the support for assertions in the language. Some of these extensions add capabilities for sophisticated users, while others make the language easier to use even for beginners. The System Verilog Assertions Handbook, 2nd Edition, tackles the critical task of documenting the new (and original) language features with clear explanations and numerous usage examples. I’m certain that the author’s efforts will accelerate the adoption of these valuable new capabilities. I can certainly recommend this book to anyone who wants to get up to speed on the latest System Verilog assertion capabilities for simulation and formal verification.

Dan Benua
Principal CAE
Synopsys Verification Group
Mountain View, California
FOREWORD, Michael Siegel

Assertion-based verification (ABV) and SystemVerilog assertions (SVA) have enjoyed significant adoption in verification projects, both large and small. Assertions, in general, and SystemVerilog assertions in particular, are an effective means to analyze and verify design behavior. They are employed to share design intent, to check expected designs behavior, to enhance error observability, to speed integration verification and to define coverage models, to name but a few applications. Moreover, assertions can be used in simulation and formal verification, enabling engineers to leverage the complementary strengths of these technologies for block, subsystem, and chip-level verification, in order to reduce overall verification effort and to achieve earlier verification closure.

This book, *SystemVerilog Assertions Handbook, 2nd Edition* by Ben Cohen, Srinivasan Venkataramanan, Ajeetha Kumari and Lisa Piper, is a timely, practical and comprehensive reference manual on the use of SystemVerilog assertions, addressing both the existing community of SVA users and people who want to get started with SVA-based ABV, in both (System)Verilog and VHDL designs.

The book – one of the first to cover the new SystemVerilog standard, IEEE 1800-2009 – establishes a conceptual foundation for how to use SVA for assertion-based verification and serves as a practical users guide. It details a broad range of assertion use from the capture of low-level design intent to specification-level requirements, comprehensively covering language features, style guidelines and methodology, taking a step-by-step approach illustrated by many real-world design and assertion examples. Its examples also illustrate the power of using the complementary strengths of dynamic and formal ABV. Experienced SVA users will appreciate the clear presentation and good overview of the new SVA features in the IEEE 1800-2009 standard.

Michael Siegel
Product Marketing Director
OneSpin Solutions
http://onespin-solutions.com/
FOREWORD, Scott Sandler

Like many transformative changes in electronic design, Assertion-Based Verification has taken a long time to mature and become established in the mainstream methodology. And it has followed the typical adoption pattern: early use by very large companies with their own in-house tools and proprietary languages; subsequent emergence of commercial tools, still using proprietary languages; standardization of a language; maturation of tools and techniques; and finally broad acceptance. There is no longer any question that Assertion-Based Verification is a necessary part of the design flow for complex integrated circuits.

Nor is there any uncertainty about the language that will be most widely used to express assertions; it will be SystemVerilog Assertions. This update to the SystemVerilog Assertions Handbook is of course very timely. With the recent release of IEEE 1800-2009, SystemVerilog assertions have been greatly enhanced for both power and usability. The new “checker” entity in particular, which gets authoritative treatment in the book, makes thorough verification easier to accomplish and makes testbenches easier to understand.

The approach that Ben Cohen’s team uses to prepare and present highly technical information renders it easily approachable, accessible, and useful. Readers will appreciate the clarity and completeness of the text and examples, and will find they can rely on the SystemVerilog Assertions Handbook as a constant companion as they adopt and refine assertion-based verification using SVA.

Scott Sandler
Vice President, Corporate Marketing, SpringSoft, Inc.
President, SpringSoft USA
http://www.springsoft.com/
FOREWORD, Tapan Kapoor

SVA is part of SystemVerilog standard (IEEE 1800). With the latest version of SystemVerilog LRM (IEEE 1800-2009), several new constructs and enhancements have been added to SVA, such as the checker construct, new sampled value functions, enhanced local variable support, global clocking, contextual clock inferring, new property operators (iff/ implies/ followed-by/ nexttime/ always/ until/ eventually) and so on.

This book is an excellent enabler for beginners and a detailed guide for advance SVA users. The book explains the syntax and semantics of all the existing and new constructs in SVA, identified with a sidebar, and supplemented with examples, appropriate diagrams, and waveform charts. The book also explains the guidelines for writing assertions that facilitate efficient and effective usage of ABV. This book also addresses, by example, various components of verification—Coverage, Verification Methodology, Verification Planning, and Formal verification in the context of SVA assertions.

At Cadence, we are committed to support SVA in all our tools including simulation, formal verification, and hardware-assisted acceleration. Cadence supports SVA through the generation of native code that is tightly integrated into our Incisive™ assertion-based verification environment for simulation and formal verification, which is based on simulation and model checking, respectively. We proactively created all the tools and flows required to support the advanced verification components to work well in different verification environments.

Tapan Kapoor
Incisive ABV - R&D
Cadence Design Systems, Inc.
http://www.cadence.com/
FOREWORD, Daniel Mlynek

In my opinion, the book *SystemVerilog Assertions Handbook, 2nd Edition* by Ben Cohen, Srinivasan Venkataramanan, Ajeetha Kumari and Lisa Piper is a perfect source of ABV knowledge. The book will guide the reader step by step through the ABV methodology. Starting from basic knowledge for beginners, it will unveil the power of the SVA. The book describes all language constructs - one by one - with examples and real design applications for learned constructs. It points out the language pitfalls, and explains the grey areas in the language so that you do not spend hours trying to understand why your assertion code doesn't work as expected.

Along with providing a great level of detailed information on the assertion language itself, this book also provides a wider look on the whole verification process and the role of ABV in this process, including from the managers point of view. The book also shows what features can be expected from the tools, and how tools can help us analyze the results. At the end we are given a set of guidelines for the methodology and the language that help avoid confusion. The 2nd edition of the book has another advantage, which is significant; it is written on the basis of the new SystemVerilog standard - IEEE1800-2009 by people who were involved in the standard development. SystemVerilog is a living language and the new standard introduces new, complex, and powerful features, which can be found in the book.

In conclusion, I'm certain that the readers will not put this book on the shelf after reading, but will be referring to it frequently as a reference manual.

Daniel Mlynek  
Leader Application Engineer  
http://www.aldec.com/
FOREWORD, Don Mills

*SystemVerilog Assertions Handbook, 1st Edition* was a primary source for *Sutherland HDL’s* training courses on SystemVerilog Assertions. Students referred to the book often during training classes, for details and reference. It is anticipated that this 2nd Edition will provide yet further enlightenment on the topic of Assertions, for individuals and training courses, for many years to come.

*SystemVerilog Assertions Handbook, 2nd Edition* is an excellent reference for learning the basics of the assertion language. Syntax summaries alongside examples help in learning the syntax. There are many examples with graphical representations that demonstrate the concepts. Basic rules are listed, often with quotes from the standard, and then explained. The book goes beyond the standard to demonstrate many subtleties that produce unexpected results and poor performance, and flags the pitfalls to avoid. It is a great refresher for experienced users and for those looking to understand what is new in the SVA language for the IEEE 1800-2009 release. Additional chapters present methodology and application perspectives.

Don Mills

**LCDM ENGINEERING.**

Consultant, trainer for SystemVerilog and SVA courses.

[http://www.lcdm-eng.com](http://www.lcdm-eng.com)  
[http://www.sutherland-hdl.com](http://www.sutherland-hdl.com)

Quote, Erik Seligman

Ben’s probing questions have significantly helped those of us on the committee to better understand some implications of the many new language features we added to the IEEE 1800-2009 standard. As a result, I am eagerly looking forward to the arrival of this new book, which I will be using as a key reference on SystemVerilog assertion issues.

Erik Seligman,  
Chair of the IEEE p1800 Special Subcommittee on Checkers
**PREFACE**

**The Book**

*SystemVerilog Assertions Handbook, 2nd Edition* is a follow-up book to the first edition, published in 2005. This version addresses the new SystemVerilog assertion features, enhancements, and clarifications presented by the IEEE 1800-2009 Standard for SystemVerilog Unified Hardware Design, Specification, and Verification Language (herein referred as IEEE 1800-2009, or LRM – language reference manual). These new changes in the area of assertions include several new operators for properties and sequences; newer assertion statements; defaults disables; usage and restrictions of property and sequence local variables; changes in the interpretation of some operators; and the definition of a new type of entity called *checker*. The *checker* supports the grouping of several assertion directives and related supporting code, and the inlined instantiation of this grouping in the design. Another significant enhancement to IEEE 1800-2009 was the redefinition of assertions in procedural code. The previous release of the standard was also enhanced to protect against races causing false firings of immediate assertions in procedural code.

Our goal is to make *SystemVerilog Assertions Handbook, 2nd Edition* an excellent reference manual on the use of SystemVerilog assertions. We explain the concepts via text/tables/diagrams, images, annotations, and simulation results. We present, by examples, the coding rules with many simulatable models. We also provide guidelines and recommendations in the use of SVA in the design and verification process. We address formal verification and use two complete examples to demonstrate the value of formal verification. We provide a dictionary of modeling requirements that are translated into assertions, and a dictionary of common terms used in assertions. All new IEEE 1800-2009 features are identified with a bold bar on the left margin.

Many examples include complete test verification code, along with simple testbenches to demonstrate the concepts and show the simulation results. These models, along with the captured waveforms and thread viewer and assertion statistics are available in the distribution files. The simulation results are courtesy of Mentor Graphics who provided us with access to QuestaSim and ModelSim DE for the simulation of SVA code. We also used the outputs of Verdi Automated Debug System to further demonstrate the key points on assertions. In addition, the models used in formal verification were verified with OneSpin 360™ MV Product Family of formal verification tools, and the graphical results are also provided on the distribution files, courtesy of OneSpin Solutions.

This book represents the collaboration of four authors who are experts in SystemVerilog linguistics, system engineering, architecture, and design and verification with hardware description languages (HDLs) and hardware verification languages (HVLs), along with

---

1 This book is based on P1800/D9, August 6, 2009 DRAFT STANDARD FOR SYSTEMVERILOG, which reflects the latest version frozen to further technical changes.
experience in teaching and in authoring several books on assertion and verification, thus bringing more synergism to this *SystemVerilog Assertions Handbook, 2nd Edition*.

**How to read this book**

When a child learns a language, he first learns, by dense exposure to the words and through multiple passes, concepts, basic vocabulary, and overview before learning the alphabet and the grammar of the language. SystemVerilog is a language, and the assertions aspect is another outbreak of that language. In presenting the material for SVA, we took a similar approach to the learning process of a language. We started with an overview and exposure of the basic concepts, with many examples, without getting into the details of the grammar and rules. We then focused on the details of the properties and sequences, and then moved on to advanced topics with more examples. When addressing each of those topics, we decided to present applications and information that dealt with the topic at hand (e.g., local variables) but with certain advanced topics presented in later sections (e.g., `first_match` operators). Throughout the book we indicated the forward / backward referencing of critical topics. Thus, we envision the reading of this book as a multi-pass process, with appropriate jumps to forwarded material if the reader is more interested in that topic. We believe that this process will help the reader grasp the various concepts, applications, and grammar of the language.

Throughout the book we used a coding style notation explained in Chapter 8 on guidelines. Those guidelines emerged from years of doing design and verification, and of using / teaching HDLs and assertion languages. We strongly recommend that the guidelines presented in this chapter be considered. We also strongly recommend writing the exercises at the end of Chapter 3 and reading the answers to those exercises in Appendix A; those answers provide additional information and recommendations about the critical concepts.

**The Intent**

One of the reasons that we decided to write this handbook on SystemVerilog Assertions is the positive impact that Assertion-based Verification (ABV) is providing, and we believe that SystemVerilog is setting up a viable and effective standard in the design and verification processes. We also felt that the “assertions” aspect of SystemVerilog needed special emphasis. Thus, we maintain the focus of this book on SystemVerilog Assertions, with usage of many of the new features that SystemVerilog provides. We are assuming that the users are familiar with SystemVerilog, and have access to books that address SystemVerilog language. Assertion-Based Verification is changing the traditional design process because that methodology helps to formally characterize the design intent and expected operations. ABV also quickens the verification task because it provides feedback at the white-box level. As a formal property specification language, SystemVerilog Assertions facilitate automation of common verification tasks that can be exploited across various verification methodologies.

---

3 *SystemVerilog For Verification*, Tom Fitzpatrick, Dave Rich, Aturo Salz and Stuart Sutherland, 2005, Springer Springeronline.com
As designers and consultants/trainers, we experienced many designs that were weakly specified and documented. The RTL modeling lacked information about properties and design characteristics, and that led to difficulties and/or ambiguities in the maintenance and verification processes. A design specification is helpful in defining requirements. However, specifications are generally defined in an informal language, like English. They lack a standard machine-executable representation and cannot be dynamically simulated and/or statically processed by a formal verification tool to ensure compliance to requirements.

**Assertion-Based Verification with SystemVerilog Assertions**

SVA gives the design architects a standard means of specifying design properties using a concise syntax with clearly defined formal semantics. Similarly, it enables the RTL designers to capture design intent and assumptions in a verifiable form, while enabling the verification engineers to validate that the implementation satisfies its specification through dynamic (i.e., simulation) and formal verification options. Furthermore, it provides a means to measure the quality of the verification process through the creation of functional coverage models built on formally specified properties. It provides a standard means for hardware designers and verification engineers to rigorously document the design specifications using a machine-executable format.

SystemVerilog with assertions improves the quality of digital designs and helps eliminate defects per the Six Sigma methodology because assertions play an important role in a unified verification methodology ranging from requirement definitions through design and verification (see Chapter 6 for discussion on the design process with SystemVerilog Assertions). Assertions express functional design intent and can be used to express assumed input behavior, expected output behavior, or forbidden behavior. Assertions allow the architects or designers to capture the design intent and assumptions in a manner that can be verified in the implementation. Assertions are captured during the development process and are continuously verified throughout the design and verification process. Working in a unified verification methodology, assertions reduce the verification time by detecting bugs earlier, and by isolating where a bug is located (by being closer to the source of error). In addition to detection of property violations, assertions improve the efficiency in a unified methodology by improving reuse, enhancing testbench checking, and capturing coverage information. Per Lionel Benning’s experience, designers created fewer initial bugs in the RTL as an ABV methodology forced them to think more clearly and accurately about what to design. Also, properties are more accurate and less prone to misinterpretation than comments in the RTL.

Our experience with the usage of SystemVerilog Assertions for front-end design definitions demonstrated that SystemVerilog Assertions are very powerful in the process of delving into design requirements, design architecture, and definition of restrictions imposed by the architecture. We found the property and assertion definitions more expressive and precise than the use of a natural language, e.g., English. The RTL design and verification tasks were greatly simplified as a result of using this assertion-based methodology because it alleviated the need to write a thorough testbench reference model prior to debugging the model. During simulation the assertions immediately alerted us of design and testbench errors. The use of formal verification tools helped us greatly at quickly detecting errors in the design, along with counterexamples that

---


Six Sigma is a disciplined, data-driven approach and methodology for eliminating defects (driving towards six standard deviations between the mean and the nearest specification limit) in any process -- from manufacturing to transactional, and from product to service.

demonstrated the problems without any testbench. Corrections of these errors were quickly verified with another run of the formal verification tool.

We strongly recommend the use of ABV with SystemVerilog on design projects. ABV is a very viable methodology for the definition and verification of designs. We must admit though that at times assertions are very frustrating because they (correctly) insisted that our designs were in error while we believed that we had all the necessary fixes!!

**Book Organization**

**Chapter 1** provides an introduction to Assertion-Based Verification and serves as an introduction to SystemVerilog Assertions (SVA) concepts with emphasis on properties and assertions. It prepares the readers for Chapters 2, 3, and 4, which represent the “core” of SystemVerilog Assertions. **Chapter 2** delves into understanding properties, along with the property operators. **Chapter 3** delves into the understanding and application of sequences that represent the real potential of SystemVerilog Assertions. That chapter addresses the concepts of attempts / threads of assertions; the definition of the sequence operators; and the rules of local variables. **Chapter 4** provides a deeper appreciation of SystemVerilog Assertions by addressing advanced topics for properties and sequences, including assertion-based functions; clocked sequences and multiclocking; the SystemVerilog scheduling mechanism used in assertions; the assertion directives; the immediate assertions; and binding of verification entities to modules. **Chapter 5** introduces the new type of entity, the checker. That chapter includes the motivation behind this new entity, the syntax, its contents, the use model, the rules, and its applications by examples. **Chapter 6** addresses the methodologies in using properties / sequences / assertions during the requirement and verification planning phases, in addition to the RTL and testbench levels. It first explains the process, and then demonstrates an application of assertions in the requirements specification and verification plan using a synchronous First-In First-Out (FIFO) as an Intellectual Property. SystemVerilog packages, interfaces, modules, and bindings are also demonstrated. **Chapter 7** addresses the formal verification aspects of SystemVerilog Assertions, and introduces the global clocking functions, typically used in formal verification. Chapter 7 focuses on Formal Verification (FV) methodologies for functional verification of RTL designs. It provides two case studies verified with OneSpin 360™ MV Product Family of formal verification tools using as testcases a traffic light controller model (an FSM type design) and the FIFO model (control model with a memory) described in Chapter 6. **Chapter 8** provides a summary set of guidelines in using SystemVerilog Assertions. These guidelines emerged from experience with usage of Assertion-Based Verification with Accellera’s PSL, vendor’s recommendations, code reviews, and LRM documentation. **Chapter 9** represents a “dictionary” of classes of application examples that translate English descriptions of properties to SystemVerilog properties. **Appendix A** provides the answers to the exercises asked at the end of Chapter 3. **Appendix B** is a summary of terms and definitions used within this book. A list of reserved words is also provided. The **Index** provides a page lookup for information available in this book.

---

**All code is available for download**
DISCLAIMER

Every attempt was made to ensure accuracy in the specifications and implementation of the languages (HDLs and SystemVerilog Assertions) and models. However, all code provided in this book and in the accompanied website is distributed with *ABSOLUTELY NO SUPPORT* and *NO WARRANTY* from the authors. Neither the authors nor any supporting vendors shall be liable for damage in connection with, or arising out of, the furnishing, performance or use of the models provided in the book and website.

Without permission, use or reproduction of the information provided in this book and on the linked website for commercial gain is strictly prohibited.
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